Losowanie liczb

#include <cstdlib>

#include <ctime>

#include <iostream>

int main()

{

    std::srand(std::time(nullptr));

    int computer = 2 \* (std::rand() % 2) - 1, player;

    std::cin >> player;

    std::cout << computer << std::endl;

    std::cout << std::boolalpha << (0 < computer \* player) << std::endl;

}

Ustawianie szerokości

for (int column = 1; column <= number; ++column)

        {

            std::cout << " " << std::setw(width) << row \* column;

        }

Wczytywanie przez cały czas

#include <iostream>

int main()

{

    int hour, minute;

    if (std::cin >> hour >> minute)

    {

        int sum = 0, start = 60 \* hour + minute;

        int count = 0;

        while (std::cin >> hour >> minute)

        {

            int stop = 60 \* hour + minute;

            sum += stop - start;

            ++count;

            start = stop;

        }

        if (count)

        {

            std::cout << double(sum) / count << std::endl;

        }

    }

}

 for (double value; std::cin >> value;)

    {

        sum += value;

        product \*= value;

        ++count;

    }

Referencje w funkcjach

void clock(double &small, double &large, int hour, int minute)

{

    small = (hour % 12) \* 30. + minute / 2.;

    large = minute \* 6.;

}

Zwracanie więcej niż jednej zmiennej przez referencje

double quadratic(double &x1, double &x2, double a, double b, double c)

{

    double delta = b \* b - 4 \* a \* c;

    if (delta >= 0)

    {

        x1 = (-b - std::sqrt(delta)) / a / 2;

        x2 = (-b + std::sqrt(delta)) / a / 2;

    }

    return delta;

}

W wektorach

Swap, push\_back dodaje elementy, resize roszerza pojemnik, też odwracanie wektora jest w Lab 5

Size()

Argumenty

int main(int argc, char \*argv[])

{

    double speed = std::atof(argv[1]);

 int limit = std::atoi(argv[1]);

Duże litery I pliki

#include <fstream>

char upper(char character)

{

    return 'a' <= character && character <= 'z' ? 'A' + character - 'a' : character;

}

int main(int argc, char \*argv[])

{

    std::ifstream input(argv[1]);

    std::ofstream output(argv[2]);

    char character;

    while (input.get(character))

    {

        output << upper(character);

    }

    output.close();

    input.close();

}

Zliczanie znaków, lini i wyrazów

#include <cctype>

#include <fstream>

#include <iostream>

int main(int argc, char \*argv[])

{

    std::ifstream input(argv[1]);

    int lines = 0, words = 0, characters = 0;

    for (char previous = '\n', current; input.get(current); previous = current)

    {

        if (previous == '\n')

        {

            ++lines;

        }

        if (std::isspace(previous) && !std::isspace(current))

        {

            ++words;

        }

        ++characters;

    }

    input.close();

    std::cout << lines << " " << words << " " << characters << std::endl;

}

Zamiana wyrazów znakami

#include <fstream>

#include <string>

int main(int argc, char \*argv[])

{

    std::string source = argv[1], target = argv[2];

    std::ifstream input(argv[3]);

    std::ofstream output(argv[4]);

    for (std::string line; std::getline(input, line);)

    {

        for (int index = 0;

             (index = line.find(source, index)) != std::string::npos;

             index += target.size())

        {

            line.replace(index, source.size(), target);

        }

        output << line << std::endl;

    }

    output.close();

    input.close();

}

Trymowanie tekstu

#include <fstream>

#include <string>

int main(int argc, char \*argv[])

{

    std::ifstream input(argv[1]);

    std::ofstream output(argv[2]);

    for (std::string line; std::getline(input, line); output << line << std::endl)

    {

        int index = line.find\_last\_not\_of(" \t");

        line.erase(index == std::string::npos ? 0 : index + 1);

    }

    output.close();

    input.close();

}

Strumienie

Czytanie rachunku i dodawanie tyko liczb

#include <fstream>

#include <iostream>

#include <sstream>

#include <string>

int main(int argc, char \*argv[])

{

    std::ifstream input(argv[1]);

    double sum = 0.;

    for (std::string line; std::getline(input, line);)

    {

        std::string word;

        for (std::istringstream stream(line); stream >> word;)

            ;

        double price;

        if (std::istringstream(word) >> price)

        {

            sum += price;

        }

    }

    std::cout << sum << std::endl;

    input.close();

}

Zadania z iteratorów

Usuwanie elementów poprzez przeniesienie i obcięcie

#include <iostream>

#include <vector>

std::vector<int>::iterator remove(std::vector<int>::iterator begin,

                                  std::vector<int>::iterator end,

                                  int element)

{

    for (auto iterator = begin; iterator < end; ++iterator)

    {

        if (\*iterator != element)

        {

            \*begin++ = \*iterator;

        }

    }

    return begin;

}

int main()

{

    std::vector<int> vector{-7, 5, 2, 2, 11, 2, 3};

    auto result = remove(vector.begin(), vector.end(), 2);

    vector.erase(result, vector.end());

    for (auto iterator = vector.cbegin(); iterator < vector.cend();)

    {

        std::cout << \*iterator++ << " ";

    }

    std::cout << std::endl;

}

Sortowanie przez selekcje

#include <iostream>

#include <utility>

#include <vector>

void selection\_sort(std::vector<int>::iterator b,std::vector<int>::iterator e)

 {

    while(b<e) {

        auto m=b;

        for (auto i=b;++i<e;)

        {

            if (\*i < \*m)

             {

                m=i;

             }

        }

        std::iter\_swap(b++, m);

        }}

int main() {

    std::vector<int> v {13, -2, 21, 5, -8, 5, 7, -10};

    selection\_sort(v.begin()+2,v.end()-2);

    for(auto i = v.begin();i<v.end();++i)

    {

        std::cout<<\*i<<" ";

    }

    std::cout<<std::endl;

    }